# **[Java学习之注解Annotation实现原理](http://www.cnblogs.com/whoislcj/p/5671622.html)**

#### **前言：**

   最近学习了EventBus、BufferKinfe、GreenDao、Retrofit 等优秀开源框架，它们新版本无一另外的都使用到了注解的方式，我们使用在使用的时候也尝到不少好处，基于这种想法我觉得有必要对注解有个更深刻的认识，今天中午把公司的项目搞完了，晚上加个班学习总结一下Java的注解。

#### **什么是注解？**

      对于很多初次接触的开发者来说应该都有这个疑问？Annontation是Java5开始引入的新特征，中文名称叫注解。它提供了一种安全的类似注释的机制，用来将任何的信息或元数据（metadata）与程序元素（类、方法、成员变量等）进行关联。为程序的元素（类、方法、成员变量）加上更直观更明了的说明，这些说明信息是与程序的业务逻辑无关，并且供指定的工具或框架使用。Annontation像一种修饰符一样，应用于包、类型、构造方法、方法、成员变量、参数及本地变量的声明语句中。

#### **注解的用处：**

      1、生成文档。这是最常见的，也是java 最早提供的注解。常用的有@param @return 等

      2、跟踪代码依赖性，实现替代配置文件功能。比如Dagger 2依赖注入，未来java开发，将大量注解配置，具有很大用处;

      3、在编译时进行格式检查。如@override 放在方法前，如果你这个方法并不是覆盖了超类方法，则编译时就能检查出。

#### **元注解：**

java.lang.annotation提供了四种元注解，专门注解其他的注解：

**@Documented** –注解是否将包含在JavaDoc中  
   **@Retention** –什么时候使用该注解  
   **@Target** –注解用于什么地方  
   **@Inherited** – 是否允许子类继承该注解

##### **1.）**@Retention**– 定义该注解的生命周期**

* **RetentionPolicy.SOURCE** : 在编译阶段丢弃。这些注解在编译结束之后就不再有任何意义，所以它们不会写入字节码。@Override, @SuppressWarnings都属于这类注解。
* **RetentionPolicy.CLASS** : 在类加载的时候丢弃。在字节码文件的处理中有用。注解默认使用这种方式
* **RetentionPolicy.RUNTIME** : 始终不会丢弃，运行期也保留该注解，因此可以使用反射机制读取该注解的信息。我们自定义的注解通常使用这种方式。

  举例：bufferKnife 8.0 中@BindView 生命周期为CLASS

@Retention(CLASS) @Target(FIELD)public @interface BindView {

/\*\* View ID to which the field will be bound. \*/

@IdRes int value();

}

##### **2.）**Target** – 表示该注解用于什么地方。默认值为任何元素，表示该注解用于什么地方。可用的ElementType参数包括**

* **ElementType.CONSTRUCTOR**:用于描述构造器
* **ElementType.FIELD**:成员变量、对象、属性（包括enum实例）
* **ElementType.LOCAL\_VARIABLE**:用于描述局部变量
* **ElementType.METHOD**:用于描述方法
* **ElementType.PACKAGE**:用于描述包
* **ElementType.PARAMETER**:用于描述参数
* **ElementType.TYPE**:用于描述类、接口(包括注解类型) 或enum声明

 举例Retrofit 2 中@Field 作用域为参数
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@Documented

@Target(PARAMETER)

@Retention(RUNTIME)public @interface Field {

String value();

/\*\* Specifies whether the {@linkplain #value() name} and value are already URL encoded. \*/

boolean encoded() default false;

}
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##### **3.)**@Documented**–一个简单的Annotations标记注解，表示是否将注解信息添加在java文档中。**

##### **4.)**@Inherited** – 定义该注释和子类的关系**

     @Inherited 元注解是一个标记注解，@Inherited阐述了某个被标注的类型是被继承的。如果一个使用了@Inherited修饰的annotation类型被用于一个class，则这个annotation将被用于该class的子类。

#### **常见标准的Annotation：**

##### **1.）Override**

      java.lang.Override是一个标记类型注解，它被用作标注方法。它说明了被标注的方法重载了父类的方法，起到了断言的作用。如果我们使用了这种注解在一个没有覆盖父类方法的方法时，java编译器将以一个编译错误来警示。

##### **2.）Deprecated**

     Deprecated也是一种标记类型注解。当一个类型或者类型成员使用@Deprecated修饰的话，编译器将不鼓励使用这个被标注的程序元素。所以使用这种修饰具有一定的“延续性”：如果我们在代码中通过继承或者覆盖的方式使用了这个过时的类型或者成员，虽然继承或者覆盖后的类型或者成员并不是被声明为@Deprecated，但编译器仍然要报警。

##### **3.）SuppressWarnings**

     SuppressWarning不是一个标记类型注解。它有一个类型为String[]的成员，这个成员的值为被禁止的警告名。对于javac编译器来讲，被-Xlint选项有效的警告名也同样对@SuppressWarings有效，同时编译器忽略掉无法识别的警告名。

@SuppressWarnings("unchecked")

#### **自定义注解：**

这里模拟一个满足网络请求接口，以及如何获取接口的注解函数，参数执行请求。

1.）**定义注解：**

@ReqType 请求类型
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@Documented

@Target(METHOD)

@Retention(RUNTIME)public @interface ReqType {

/\*\*

\* 请求方式枚举

\*

\*/

enum ReqTypeEnum{ GET,POST,DELETE,PUT};

/\*\*

\* 请求方式

\* @return

\*/

ReqTypeEnum reqType() default ReqTypeEnum.POST;

}
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@ReqUrl 请求地址

[![IMG_260](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](http://www.cnblogs.com/whoislcj/p/javascript:void(0);)

@Documented

@Target(METHOD)

@Retention(RUNTIME)public @interface ReqUrl {

String reqUrl() default "";

}
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@ReqParam 请求参数
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@Documented

@Target(PARAMETER)

@Retention(RUNTIME)public @interface ReqParam {

String value() default "";

}
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从上面可以看出注解参数的可支持数据类型有如下：

           1.所有基本数据类型（int,float,boolean,byte,double,char,long,short)  
　　　　2.String类型  
　　　　3.Class类型  
　　　　4.enum类型  
　　　　5.Annotation类型  
　　　　6.以上所有类型的数组

 而且不难发现@interface用来声明一个注解，其中的每一个方法实际上是声明了一个配置参数。方法的名称就是参数的名称，返回值类型就是参数的类型（返回值类型只能是基本类型、Class、String、enum）。可以通过default来声明参数的默认值。

##### **2.）如何使用自定义注解**

[![IMG_264](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](http://www.cnblogs.com/whoislcj/p/javascript:void(0);)

public interface IReqApi {

@ReqType(reqType = ReqType.ReqTypeEnum.POST)//声明采用post请求

@ReqUrl(reqUrl = "www.xxx.com/openApi/login")//请求Url地址

String login(@ReqParam("userId") String userId, @ReqParam("pwd") String pwd);//参数用户名 密码

}
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##### **3.）如何获取注解参数**

 这里强调一下，Annotation是被动的元数据，永远不会有主动行为，但凡Annotation起作用的场合都是有一个执行机制/调用者通过反射获得了这个元数据然后根据它采取行动。

通过反射机制获取函数注解信息

Method[] declaredMethods = IReqApi.class.getDeclaredMethods();

for (Method method : declaredMethods) {

Annotation[] methodAnnotations = method.getAnnotations();

Annotation[][] parameterAnnotationsArray = method.getParameterAnnotations();

}

也可以获取指定的注解

ReqType reqType =method.getAnnotation(ReqType.class);

##### **4.）具体实现注解接口调用**

这里采用Java动态代理机制来实现，将定义接口与实现分离开，这个后期有时间再做总结。
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private void testApi() {

IReqApi api = create(IReqApi.class);

api.login("whoislcj", "123456");

}

public <T> T create(final Class<T> service) {

return (T) Proxy.newProxyInstance(service.getClassLoader(), new Class<?>[]{service},

new InvocationHandler() {

@Override

public Object invoke(Object proxy, Method method, Object... args)

throws Throwable {// Annotation[] methodAnnotations = method.getAnnotations();//拿到函数注解数组

ReqType reqType = method.getAnnotation(ReqType.class);

Log.e(TAG, "IReqApi---reqType->" + (reqType.reqType() == ReqType.ReqTypeEnum.POST ? "POST" : "OTHER"));

ReqUrl reqUrl = method.getAnnotation(ReqUrl.class);

Log.e(TAG, "IReqApi---reqUrl->" + reqUrl.reqUrl());

Type[] parameterTypes = method.getGenericParameterTypes();

Annotation[][] parameterAnnotationsArray = method.getParameterAnnotations();//拿到参数注解

for (int i = 0; i < parameterAnnotationsArray.length; i++) {

Annotation[] annotations = parameterAnnotationsArray[i];

if (annotations != null) {

ReqParam reqParam = (ReqParam) annotations[0];

Log.e(TAG, "reqParam---reqParam->" + reqParam.value() + "==" + args[i]);

}

}

//下面就可以执行相应的网络请求获取结果 返回结果

String result = "";//这里模拟一个结果

return result;

}

});

}
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打印结果：

![IMG_268](data:image/png;base64,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)

以上通过注解定义参数，通过动态代理方式执行函数，模拟了最基本的Retrofit 2中网络实现原理。